**Abstract**

*In this paper, we enrich VHDL with new specification constructs intended for hardware verification. Using our extensions, total correctness properties may now be stated whereas only partial correctness can be expressed using the standard VHDL assert statement. All relevant properties can now be specified in such a way that the designer does not need to use formalisms like temporal logics. As the specifications are independent from a certain formalism, there is no restriction to a certain hardware verification approach.*

**1 Introduction**

As VHDL [1] is an important IEEE standard for describing digital circuits, many commercial design tools are based on this hardware description language. Originally created for simulation, this language has recently been used also for formal verification [2] to ensure the correctness of designs.

However, VHDL itself is only intended for describing the implementation of a system for synthesis or simulation. For capturing the system specification, only the `assert` statement is given to simplify the analysis of lengthy simulation results. Due to the original purpose of this construct, only simple safety properties can be stated which are not sufficient for formal hardware verification. For verification, at least additional constructs for specifying liveness and fairness properties are required to state that some event will actually happen once or infinitely often. Moreover, the environment of the current design reflecting all reasonable inputs to the design has to be modeled appropriately.

In this paper, we propose to enrich VHDL by new constructs in such a way that all the necessary specifications can be written directly in a slightly extended VHDL. The extension is based on a verification scenario, called verification bench, in strong analogy to the usual simulation scenario, known as test benches. Furthermore, we significantly extend the existing specification capabilities of VHDL: The existing `assert` statement only allows to capture partial correctness whereas our extension allows to specify also total correctness of VHDL programs, i.e. now the verification of program termination is possible.

We have incorporated the new constructs as part of the tool FLOWER, which is an experimental environment for the formal semantics and verification of VHDL [3]. As we are aware of the fact that existing design tools do not support our extensions, means for translating the extended VHDL sources into standard VHDL are given.

The paper is structured as follows. First, we give a brief overview about other approaches to VHDL verification. Then, we present the verification scenario, based on the verification bench and the new specification constructs with their syntax and semantics. We then give some examples and conclude the paper with some remarks on further directions of research.

**2 State of the Art**

The basis of all formal approaches to VHDL is a formal semantics of VHDL. Unfortunately, the IEEE standard for VHDL does not provide this such that various approaches to giving a formal semantics to VHDL have been investigated [4, 5, 3]. For brevity and conciseness of the paper, we assume that a formal semantics for VHDL based on transition systems as presented e.g. in [3] is given and focus only on the semantics of our new constructs.

In general, two approaches to hardware verification can be distinguished: verifying the equivalence of two implementations and property verification. For the former, standard VHDL is sufficient as only two implementation descriptions are necessary. Different tools from companies like AHL, CHRYSLIS, VERYSYS etc. are already avail-
able to check the equivalence of two designs. Usually, only synchronous VHDL is supported [6, 7].

On the other hand, property verification of VHDL designs requires to write down specifications to be checked for an implementation given in VHDL. Since a correctness result is always relative to the specification, it is important to be sure that the specification is the one that is really wanted. Thus being able to easily set up clear, precise, and concise formal specifications is essential. Most verification tools which support VHDL implementations require that the specification is given in the formalism, the verification tool is based on. For example, underlying formalisms are temporal logics as in CV/CVC\(^4\), timing diagrams translated into temporal logics [8], \(\omega\)-automata for language inclusion [9], and first-order logics [10].

All these approaches bear problems if a designer wants to write a formal specification:

- The designer is forced to learn new formalisms like temporal logics which are different from VHDL and are often hard to learn. Even for experts, it is in some cases difficult to set up a precise specification [11].
- Specifications in other formalisms have to refer to the formal semantics of the VHDL program. Thus the designer has to know e.g. the notion of time and execution states to which the temporal operators of the logic relate to.
- The specification paradigm normally used in formal methods does not have any relation to the well-known test bench concept, used by designers for simulation-based validation.

To eliminate these problems, we suggest to write down specifications in VHDL itself – avoiding the use of any other formalism for specification. Early approaches for describing specifications in VHDL [12, 13] have not been developed further as at that time no formal semantics and no verification tools for VHDL were available. Our new approach consists of the concept of a verification bench that is described by new language constructs in VHDL. Doing this, the problems described above may be solved as follows:

- Implementations and specifications intended for formal verification may be both written directly in VHDL. No formal languages have to be learned although the full expressiveness of other formalisms as e.g. \(\omega\)-automata [14] is reached.
- The verification bench concept is an extension of the usual test bench approach. Thus the designer is accustomed to its intention and basic principles.

- For simulation purposes, the new language constructs used for specification can be removed to obtain standard VHDL. Thus if the verification fails, the generated counterexample can be directly simulated using standard tools.

The addition of new language constructs is necessary if formal verification has to be based on VHDL descriptions of the implementation and the specification without altering the standard semantics of VHDL. The reason for this is that formal verification of a module has to consider the behavior of this module under all reasonable inputs of the module, while the simulation semantics of VHDL is based on a single input sequence. Consequently, VHDL modules do not have free inputs [1] in the sense that these free inputs can arbitrarily change their values each simulation cycle. Instead, free inputs in VHDL must be initially fixed to some value and are not able to change in the following, hence they behave as constant values.

Moreover, the assert statement as the only existing specification construct in VHDL is insufficient as only restricted safety properties can be stated. In order to reason about total correctness that also covers the termination of selected statements, we need additional concepts.

The practicality of the approach has been demonstrated by the tool FLOWER, which has been implemented to translate verification bench descriptions into standard model checking problems [3]. In FLOWER, a full simulation cycle-based semantics is implemented, which especially supports delta-delays and arbitrary non-zero delays at the same time. The implementation has been used to perform actual verification runs, including the generation of counterexamples. However, the methodology proposed in this paper is independent of the chosen verification tool and also of the chosen VHDL semantics and may be used for other verification systems – or even other hardware description languages – as well.

3 Verification bench

3.1 Test bench vs. Verification bench

Today, the usual method to ensure correctness of a design described in VHDL is the simulation of a test bench. A test bench consists of three components: the stimuli generator, the implementation and an observer, as shown in figure 1. The stimuli generator deterministically produces inputs for the implementation, while the observer analyzes both the inputs and outputs, and produces a report if both do not fit together. As the stimuli generator describes the environment of the implementation, there are no inputs to the test bench, hence test benches are closed systems.

In this paper, we suggest to adapt the well-known concept of a test bench for the needs of formal verification. Thus we construct a ‘verification bench’ (figure 2).

\(^4\)http://www.cs.cmu.edu/~modelcheck/cv/project.html
A verification bench consists of the same parts as a test bench, however the deterministic stimuli generator of the test bench is replaced by a 'universal' stimuli generator. This is due to the fact that formal verification must consider all possible input sequences of the implementation, not only a concrete sequence, which is sufficient for simulation. A verification bench is still a closed system such that there is no need to have free inputs. The introduction of free inputs would require to change the existing semantics of VHDL\(^2\).

In order to describe the universal stimuli generator for the verification bench, we introduce a new VHDL function \(T'\text{ arbitrary}\). The argument is any type \(T\), and the result is a value of the same type \(T\). Whenever this function is called, the result is some arbitrary, nondeterministically chosen value; and calling this functions never produces an error. In our formal semantics, each call for \(T'\text{ arbitrary}\) leads to a universal quantification in the formula associated with the statement, i.e. the semantics reflects that the considered property holds for all values of type \(T\).

During the translation into a finite state transition system, the formal semantics for \(T'\text{ arbitrary}\) is simply captured by defining a new input variable with domain \(T\). As input values can not be predicted, these variables may change arbitrarily.

### 3.2 Formal specifications in VHDL

All specifications of a VHDL program are captured in the observer part of a verification bench. As the observer which is also a VHDL program may also contain some local state variables to store previous events, and runs as a process parallel to the implementation, we can view the observer as an accepting finite-state \(\omega\)-automaton [14]. Without additional VHDL constructs, the acceptance condition of this \(\omega\)-automaton can only be given with the \textbf{assert} statement.

However, even if we consider both the observer and the implementation under all possible input sequences in

\(^2\)VHDL does not have free inputs. If an input of an entity is left open, the input is set to a predefined value (e.g. see [1, pp. 165, lines 492–493]).

a verification bench, \textbf{assert} is still not sufficient for writing down powerful specifications in form of observers. To illustrate the shortcomings of \textbf{assert}, we have to explain some notations of the VHDL transition system semantics used in the following.

The IEEE standard semantics of VHDL is operational and can thus be understood as a state transition system. Thus, we have defined predicates\(^3\) \textbf{enter}(\(S\)) and \textbf{leave}(\(S\)) that hold for a VHDL statement list \(S\) whenever its execution starts or terminates, respectively. \textbf{enter}(\(S\)) and \textbf{leave}(\(S\)) are sets of states in a transition system reflecting the semantics of a given VHDL program.

The statement \textbf{assert} \(\Phi\) only allows to prove that if a certain point of the program is reached, a condition \(\Phi\) must hold. Using temporal logic\(^4\), we define the semantics of \textbf{assert} \(\Phi\) as \(AG[\text{enter}(S) \rightarrow \Phi]\), or equivalently, \(AG[\text{leave}(S) \rightarrow \Phi]\).

Hence, \textbf{assert} \(\Phi\) can only be used to assure that if a certain point of the program is reached, a property \(\Phi\) must hold. Nothing can be done to ensure or to detect if the program state is reached or not, hence, \textbf{assert} can not be used to reason about the termination of statements. As the observer may have in its implementation additional state transitions, the resulting specification language would have the expressiveness of \(\omega\)-automata with only safety properties as acceptance conditions.

In order to allow more powerful specifications, other constructs have to be added. We propose to introduce the statement ‘\textbf{reach} \(S\) \textbf{hold} \(\Phi\)’ to VHDL, where \(S\) is a VHDL sequential statement list and \(\Phi\) is a boolean expression in VHDL. The semantics of \textbf{reach} \(S\) \textbf{hold} \(\Phi\) is defined as \(AG[\text{enter}(S) \rightarrow [\Phi W \text{leave}(S)]]\), where \(W\) is the ‘strong when’ operator\(^5\). Hence, \textbf{reach} \(S\) \textbf{hold} \(\Phi\) means

\(^3\)Of course, these predicates must consider the context of \(S\), but we neglect this in the following.

\(^4\)\(G\) is the temporal logic always operator that states that a property must hold from a certain point of time on and \(A\) is an operator that requires that the property must hold for all possible computation sequences [15].

\(^5\)[[\(a W \] \(b\)] holds at a certain point of time \(t_0\) iff \(b\) must hold at least once after \(t_0\) and \(a\) holds when \(b\) holds for the first time after \(t_0\). There is
that whenever the point of the program is reached where the execution of $S$ is started, it must terminate and then $\Phi$ must hold.

The difference between $S_1$ assert $\Phi$ and reach $S$ hold $\Phi$ is that with the latter we can express that $S$ terminates. In particular, the sequence $S_2$ assert $\Phi$ does not cover this fact, as we can only conclude from the semantics that $AG[\text{leave}(S) \rightarrow \Phi]$ holds, which is the same as $AG[\Phi \land \text{leave}(S)]$. As in the latter formula only the weak $\land$ operator occurs, it is not necessarily the case that $S$ will ever terminate. Adding the new specification construct to VHDL hence extends the specification capabilities from partial correctness to total correctness.$^6$

Moreover, using reach $S$ hold $\Phi$ we can control the paths on which the program point has been reached as we consider two program states, namely enter($S$) and leave($S$) instead of a single one. For example, we can also observe the relationship between certain signals.

The allowed positions of the key words reach and hold within a sequence of statements may depend on the actual used formal semantics of VHDL. If a formal semantics on the lowest time abstraction level [17], the simulation cycle, is used, then all positions are allowed. If a formal semantics is used, which executes all sequential statements between two wait statements within one step (as it is usually done for e.g. verifying fully synchronous circuits), reach and hold are only allowed to appear directly after a (not necessarily the same) wait statement.

A lot of results have been found about the expressiveness of various formalisms used for specifying and verifying properties. For example, it is well-known that nondeterministic Büchi automata are more powerful than deterministic ones [14]. However, it has been shown that if universal quantification is added, then both are equally expressive [18]. We have chosen the new specification constructs for the verification bench in such a way that we can model deterministic Büchi automata with universal quantification with the observers: the state transitions of an finite-state automaton can be directly expressed in an observer written in VHDL and the universal quantification is covered by $\forall^\text{arbitrary}$ function calls. The acceptance condition of a Büchi automaton requires that a propositional property $\Phi$ must hold infinitely often for each computation sequence. This can be modeled with the following VHDL program$^7$.

$$\text{process is begin}
\text{reach}
\text{wait until } \Phi;
\text{hold TRUE;}
\text{null;}
\text{end process;}$$

Hence, our specification language is as expressive as deterministic Büchi automata with universal quantification, and hence as expressive as nondeterministic Büchi automata [18]. As it is well-known that these are at least as expressive as all other known $\omega$-automata [14], and as expressive as some arithmetic approaches [19], and even more powerful than linear temporal logic [20], we have a very powerful specification language.

3.3 Simulating Verification Benches

For simulation with an existing VHDL simulator, the function calls $\forall^\text{arbitrary}$ have to be replaced by (arbitrary) concrete values of type $\forall$. If a verification run yields in a countermodel, this countermodel provides concrete values for each call of $\forall^\text{arbitrary}$. Proceeding this way, a countermodel can be visualized by the possibilities of a common VHDL simulator.

reach $S$ hold $\Phi$ statements can be replaced by an appropriate combination of report and assertion statements. In that way, a formal specification using a verification bench can be checked for some concrete stimuli by simulation. For example, reach $S$ hold $\Phi$ can be replaced for simulation by the following piece of VHDL code:

```vhdl
report "entered..." severity NOTE;
S
report "...leaved." severity NOTE;
assert $\Phi$ report $\Phi$ is false" severity ERROR;
```

The described reach $S$ hold $\Phi$ property is not fulfilled if for a reported message "entered...", no according message "...leaved." is reported or if a message "$\Phi$ is false" is reported.

3.4 Verification Workflow

The design flow of our method requires that the designer writes a verification bench for verification similar to writing a test bench for simulation. We then compute automatically a finite state machine from this verification bench according to a fixed semantics for VHDL [3]. Additionally, all reach $S_i$ hold $\Phi_2$ statements are collected and form now a specification of the form

$$\bigwedge_{i=1}^n AG[\text{enter}(S_i) \rightarrow [\Phi_i \land \text{leave}(S_i)]]$$

semantics of the strong when operator. According to the semantics of the wait construct, leave($S$) can only hold when $\Phi$ holds. As $S$ is entered infinitely often, we can finally conclude that $AG\Phi$ must hold.
The above formula is not a CTL formula such that we can not directly use standard CTL model checkers. However, the translation method presented in [16] can be used to translate the above formula to the following equivalent CTL formula:

\[ \bigwedge_{i=1}^{n} AG \left[ enter(S_i) \rightarrow A[\neg leave(S_i)] \cup (\Phi_i \land leave(S_i)] \right] \]

As a back-end tool, we currently use the CTL model checker SMV [21] to check that the above formula holds for the generated finite state structure. Using model checking as verification technique, we currently have to restrict the given VHDL implementation descriptions. For example, we have to assume that only data types over a finite domain occur (otherwise we could not translate to a finite-state machine), and we are not able to handle generate statements.

4 Examples
In the following, some typical properties of an environment or of an implementation will be presented.

4.1 Lift Controller
Consider a lift controller, which has a detector in its environment. The detector sets the input signal of the controller door_open to TRUE if the door of the lift is open. All events on door_open lag between 2 ns and 7 ns behind the rising edge of a clock signal. The stimuli generator representing this environment is given below.

```
process is begin
  type R is range 2 to 7;
  wait until Clk = '1';
  door_open <= BOOLEAN'arbitrary' after TIME'VAL(R'arbitrary);
end process;
```

The output signal go_up of the lift controller makes the lift to go up and its output signal go_down makes the lift to down. Below an observer is given, which specifies that the door of the lift is never open when the lift is moving. It works as follows: If at some time, the door is open and the lift is moving, the wait statement terminates and the specification statement will be executed. Then FALSE should hold. As FALSE never holds, the lift controller would violate the specification.

```
process is begin
  wait until door_open and (go_up or go_down);
  reach hold FALSE;
end process;
```

4.2 Loop Termination
A specification statement must not always appear in context with a wait statement. Consider the loop statement shown below. The specification statement specifies that this loop will terminate at some time, regardless of any wait statement.

```
process is begin
  . . .
  reach while x < y loop
  . . .
  end loop;
  hold TRUE;
  . . .
end process;
```

4.3 A simple Protocol
Always when there is a rising edge for signal request, 3 μs to 7 μs later a falling edge on signal enable should follow (for simplicity, assume that as long enable as has not been falling, request would not fall and rise again).

```
process is begin
  wait until request = '1';
  reach
    wait until enable for 3 us;
    hold not enable EVENT;
  reach
    wait until enable for 7 us;
    hold enable = '0';
end process;
```

5 Current Work
As most of our efforts are currently invested in building a new verification system C@S\(^8\), we currently adapt the approach presented in this paper to the new context. C@S itself is not based on the use of VHDL, it rather has its own system description language PURR that is more suited for verification than VHDL. PURR is a superset of ESTEREL [23] enhanced by many features useful in the context of hardware verification [22, 24]. Also in PURR, we provide separated means to denote implementations and associated specifications. However, we have extended the approach of this paper in several ways:

- The arbitrary construct of VHDL allows only the selection of an arbitrary value of a given type. In PURR we have generalized this notion to \texttt{CHOOSE} \(x:\Phi\) such that a value of a given type that satisfies an additional property \(\Phi\) is chosen\(^9\).

\(^8\)See http://goethe.ira.uka.de/hvg/cats/ or [22] for more details.

\(^9\)This is nothing else than Hilbert’s choice operator [25].
In the setting described in this paper, it is not possible to directly constrain input sequences. In the C@S system, a `REQUIRES` statement allows to forbid all inputs that do not satisfy the given requirements. In particular, we can express fairness constraints known from model checking.

As PURR is based on ESTEREL, it is possible that a single thread can fork into two or more other threads\(^\text{30}\) while running a program. Hence, the simple `reach \ S \ hold \ \Phi` can no longer be used to reason about control points since we must be able to control which `reach` is related to which `hold`. Thus, we use labeled assertions `\text{ASSERT}(p_1, \Phi)` where `p_1` is a name that labels the current control point and `\Phi` is a temporal logic formula that must hold whenever `\text{ASSERT}(p_1, \Phi)` is reached. If `S` is a statement where no fork to new threads occurs, then `\text{reach} S \ hold \ \Phi` is equivalent to

\[
\begin{align*}
\text{ASSERT}(p_1, AG[p_1 \rightarrow \Phi \[a\[p_2]]]); \\
S; \\
\text{ASSERT}(p_2, T);
\end{align*}
\]

#### 6 Conclusions

In this paper we have presented a new specification paradigm for VHDL. Properties are specified using deterministic \(\omega\)-automata with universal inputs and can be written directly in form of an observer module in VHDL. New statements, namely \(T' \) arbitrary and `\text{reach} S \ hold \ \Phi` have been introduced such that a powerful specification language is obtained. For compatibility with existing tools, we have also given means to translate our VHDL descriptions into standard VHDL to carry out e.g. a simulation with a commercial simulator. We claim that the use of a FSM-based specification paradigm is more natural and easier to learn for a designer who is not familiar with formal methods.

We currently have implemented a backend to a CTL model checker for our extended VHDL semantics. As for the correctness proof the product Kripke structure of the design and the accepting automata has to be constructed, the size of the verifiable designs is limited. Our approach is however not restricted to FSM-based techniques and hence, we are also exploring theorem proving based correctness proofs.
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